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Abstract—In recent years, Multiplayer Online Battle Arena and League of Legends are the most played genre and game. This is a genre which competitors are separated into two teams facing each other in a common objective, that generally involves destroying the opponent base. One of the most important steps in LoL is the selection of the champions who will be used in the match, since this involves many factors and variables that are important to the match such as attributes and abilities of each character. Due to several variables, team composition is considered a complex problem and can be handled with search-based algorithms. This paper proposes an automated team composition approach in League of Legends by combining attributes of the champions and game strategies via a Genetic Algorithm. It aims to generate teams from total set options in the game by focusing on satisfying constraints contained in real game strategies. Thus, this study also presents a fitness function to assess the adequacy of the generated teams. Finally, the paper reports empirical results regarding the effectiveness and efficiency of the proposed approach on three game strategies. Our results demonstrate that the proposed approach is useful for this context since the generated teams achieve high adequacy regarding the objective functions in a low time.
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I. INTRODUCTION

Quite recently, considering the constant evolution of the electronic gaming industry, the growth of the Multiplayer Online Battle Arena (MOBA) in the world of games is very remarkable [1]. MOBA categories are cooperative games that connect players to achieve a common goal. Due to their growing popularity, different MOBA games have emerged such as Defense of the Ancients (DotA), League of Legends (LoL) and Heroes of the Storm.

Currently, we find several championships of the modality as DotA 2 and League of Legends with millionaire awards. According to the 2018 Year In Review published by SuperData, the revenue of the League of Legends (LoL) in 2018 was about US$1.4 billion dollars, placing the game in the third place of the most profitable of the year. In addition, the channel of Riot Games (League of Legends producer) is on the list of the most watched by Twitch, an online broadcasting platform.

In general, a MOBA game consists of two teams with five players, each team against the other into a map. The teams must be selected before the match begins, the players select a character (also known as a Champion) to play from a set of 141 that will represent each of them during the game. Each champion has its specific skills, advantages, and disadvantages. It is important that every choice be made in a strategic way, according to the role of every player.

The success and competitiveness of a team depend on players experience, knowledge of champions features, own ability and mainly, strategic planning to compose a team of characters. The last point is absolutely necessary to make combined actions and team strategies to advance in the game or to counterattack to the opposing team’s action.

The choice of champions can be considered a complex activity since the players must consider different aspects such strengths and weaknesses of each character, the pick of the opposite team and a strategy defined by the Coach. An adequate team is one that can minimize their weaknesses and maximize the resources for cooperation with each other champion [2].

In this context, the team composition can be addressed as an optimization problem. Most optimization problems involve huge amounts of solutions and complex constraints that turn an activity impossible to perform manually, but it can be treated using search-based techniques or metaheuristics. Metaheuristics are methods of Artificial Intelligence that operate in a set of solutions through local improvement procedures and higher level strategies to produce a process capable of escaping from local optima and performing a robust search of a solution space [3].

One of the major challenges in obtaining an adequate team is to combine the champions considering different aspects. This challenge consists of identifying a set of five champions that maximize their attributes for a specific game strategy. The fundamental problem is to identify the characters (champion1, champion2, ..., champion5), so that they are not selected more than once, their attributes do not overlap and they do not have many weaknesses.

This paper introduces a novel automated approach for team composition in League of Legends by combining attributes of the champions and game strategies via a metaheuristic technique. This technique is known as Genetic Algorithm (GA) and is guided by an objective function for assessing the solution candidates.
Overall, the contributions of the present work can be summarized into the following points: (i) an automated approach for team composition in LoL; (ii) an objective function to support search-based techniques for generating teams in MOBA games; (iii) an empirical assessment of the effectiveness and time of our proposed approach.

This paper is organized as follows: Section II details the background. Section III presents the related work. Section IV reports the proposed approach. Section V reports research design of experiments conducted. Section VI analyzes the results obtained and discusses the benefits, relevance, and limitations of the proposed approach. Finally, Section VII makes the concluding remarks and future directions are discussed.

II. BACKGROUND

This section presents the main concepts about LoL particularities and GA that should be considered during team composition.

A. League of Legends

League of Legends (LoL) is a Multiplayer Online Battle Arena (MOBA) game developed and published by Riot Games company since 2009, year in which it was released. Most MOBA games have the same characteristics where two teams fight to destroy each other's bases. After a few minutes of the beginning of the game, some creatures (minions) spawn from each base to help the players win the game. Those creatures cannot be controlled by anyone and usually can be easily killed. By doing this, players earn gold pieces.

Each match has two teams of five players fighting across three lanes and an expansive jungle that holds buffs and neutral objectives. The main objective of the game is to destroy the enemy nexus, a structure localized on the base of each team, while simultaneously defending yours.

After starting a game, the first step is to select the character (also called champion) that will represent the player in the match according to the role you were selected to play. League of Legends has many roles e.g Attack Damage Carry (ADC) and Support. Carries main task is to eliminate specific targets. Because they attack from a distance, they always need to care the right position, so as not to suddenly find themselves on the line of enemy fire.

Initially, they are carried by their teammates, so they could freely collect gold needed for essential items. Supports are in charge of controlling vision, protecting the ADC, and just doing all the little things to help their team win. During the game, players evolve their champions, buy items and learn new skills to achieve victory. League of Legends also has secondary objectives such as neutral monsters that buff your character and facilitate the victory.

As said before, when entering the game players have to decide which champion will represent him during the match. Champions are player-controlled characters with unique abilities and attributes and cannot be selected by two players in a game. Champions and their abilities are unique, providing a different gameplay every time the player selects another champion. In addition to the attributes, champions are divided in classes and roles according to their responsibility in the match.

Each champion has statistics, that is a number indicating how well he can do a certain thing. These help defining the assets of a champion. There are 24 statistics, divided into 4 categories: Offensive, Defensive, Utility and Other. Those attributes are really relevant and must be considered when choosing the champion you will play with and the composition.

Team Compositions can literally refer to the five champions that a team chooses to play in a game, but they can also refer to overarching classes of team comps. Depending on the champions chosen, a team will have different strategies that they employ in order to win the game. The roles in LoL are Top, Jungle, Mid, Bot, and Support as presented in Fig. 1. Since there are three lanes in the game, usually the roles are divided between Support and Bot on the bottom lane, Mid go to the middle lane and Top to the top lane. The Jungle kills neutral monsters located between the three lanes and also helps their teammates lanes by ambushing the enemies.

Cooperation is the essential component of LoL. There are champions that together combine to augment the abilities of their partners. On a larger scale, full team compositions can often merge multiple individuals into a huge singular force. Beyond synergies between individual champions, players should plan the whole team’s strategy. LoL has many team compositions but some appear more frequently:

- Team Fight compositions involve champions with high attack damage and Area of Effect (AoE) abilities with burst damage in order to kill multiple enemies at once.
- Poke (also called Pusher) strategy excels at long-range combat, surrounding structures and objectives.
and keeping the enemy team at a safe distance.

- Hard Engage compositions are designed to stop the enemy in their tracks, forcing decisive team fights or focusing to kill 1 or 2 enemies.

Considering all the variables described earlier, we have the problem examined in this study. Champions, their skills and unique attributes, synergy between them and team compositions are relevant factors that must be considered when beginning a League of Legends game and are factors that were taken into account during the development of this study.

B. Genetic Algorithm

Overall, complex problems tend to be very intricate due to the types of data, the large size of the domain of solutions and cost to find a solution. In such problems, the objective is to find the optimal of all possible solutions i.e. minimizes or maximizes an objective function. The objective function (also called fitness function) is a function to measure the quality of a candidate solution, and the set of all candidate solutions for a given problem is described as search space [5].

Solving optimization problems consists in finding values of the variables to give the best solution (minimum or maximum), i.e., the global optimum. A global optimum is an optimum of the whole solution domain \( D_s \), while a local optimum is an optimum of only a subset of \( D_s \) [6].

This type of problems can be solved through metaheuristic. It combines objective functions or heuristics in an abstract and hopefully efficient way, usually without utilizing deeper insight into their structure, i.e., by treating them as black-box-procedures [7].

Several search-based techniques and meta-heuristics including, for example, hill climbing [8] and tabu search [9] have been applied to solve optimization problems in different domains. However, methods like Genetic Algorithm, may be more specialized and work with predefined search spaces and search operations.

Genetic Algorithm is a probabilistic search technique based on the theory of natural evolution proposed by Charles Darwin [10]. GA consists of an iterative process aiming to identify the best solution from a population of solutions, known as individuals for a given problem.

The GA process starts with the population of candidate solutions typically randomly generated. Then, the individuals are evaluated with a fitness function predefined, and those that are more suitable to achieve the solution of the problem are sent to reproduction and consequently, generate new individuals for the population. Throughout successive generations, GA performs a set of stages to improve and evolves the population on each iteration until the algorithm finds the most suitable solution or reaches a stopping criterion, such as a fixed number of generations.

In this context, the evolution occurs through the use of two genetic operators: (i) crossover; and (ii) mutation. These operators allow an initial population to move through a given number of generations and succeed in generating successive populations with new individuals with genes more adapted than the previous generation [11]. Crossover is the process of concatenating two chromosomes, called parents, to generate two new chromosomes by switching genes. The input of this process is two chromosomes while its output is two different chromosomes. The reason for such an operator is that both chromosomes might represent successful parts of solutions that when combined even outperform their parents [12].

The mutation is the process of randomly changing the value of one gene in a chromosome so as to increase the structural variability of the population. The role of mutation is that of restoring lost or unexplored genetic material into the population to prevent the premature convergence of GA to optimal solutions. It ensures that the probability of reaching any point in the search space is never zero. Each position of every chromosome in the population undergoes a random change according to a probability defined by a mutation rate.

The GA flexibility makes them attractive for many optimization problems in practice. In this context, several studies have demonstrated the GA success in different domains including music [13], games [14], biomedical domain [15], among others.

III. Related Work

Few publications have appeared in recent years documenting different techniques for MOBA games team composition. Some of these studies address the use of different techniques such as deep neural networks [16], MinMax algorithm and linear regression [2] and logistic regression and K-Nearest Neighbors [17]. However, these researches did not address the use of battle strategies and genetic algorithm, and only one study [2] is for LoL games.

The work of Sapienza et al. [16] aims to analyze the complex interplay between cooperation, teams and teammates’ recommendation, and players’ performance in Dota 2 game. It was built a co-play network of players using a Deep Neural Network (DNN), with weights representing a teammate’s short-term and long-term influence on player performance. The results indicate that skill transfer and performance improvement can be predicted. Additionally, the skill transfer can influence teammates to have in increasing or decreasing the actual player’s skill level throughout matches.

Oliveira et al. [2] proposed a computational model using MinMax algorithm and linear regression for the LoL game. This model can automatically suggest to the player a team composition that aims to decrease the opponent’s gains and widen the advantage of his team. They used MinMax to model and generate possible good teams that can be champions. Additionally, Linear Regression was applied to
evaluate this classification in order to identify the team with the highest chance of victory.

Conley and Perry [17] aims to recommend heroes that will perform well against an opposing team of heroes as well as predicting match outcomes for the Dota 2 game. In their study, it has been developed a recommendation engine that, using real data from DOTA 2 matches, computes the probability of victory in a match between two specific teams. The algorithms used for this purpose were Logistic Regression and K-Nearest Neighbors (KNN).

In our study we developed an automated approach for LoL team composition by combining attributes of the champions and game strategies using GA, which is guided by an objective function. The difference between our approach and the others is presented in Table I.

Based on the studies identified in the literature, we can notice that no study builds teams as in the proposed work. Most of them employ statistics and past games to recommend a team or only predict chances of victory. The advantages of our approach are primarily the generation of the best teams based on a battle strategy. In addition, it can be extended based on other features or even past game statistics, treating this as a search problem that can bring new opportunities for AI techniques and algorithms applications as it is used in our approach.

### IV. APPROACH DESCRIPTION

The proposed approach attempts to generate a team composition in MOBA games and uses search algorithms to achieve this. The idea of the approach is to generate a League of Legends team with genetic algorithm using a fitness function based on each champion attributes.

Team composition or team generation is a classic search problem since it cautiously identifies a set of champions from a set that has all possible options to a specific formation.

As show in Fig. 2, our approach employs champions attributes into a mathematical function to evaluate the generated teams. The data representation used in this approach is a json file with information of all the 141 champions. Each one is represented as an object containing his name, description, roles, identifier (an ordered number between 1 and 141), icon and, most important, his attributes like armor, health point per level, movement speed, attack damage, health points and others. Champions attributes such as attack damage and movement speed are used to evaluate the adequacy of the generated team and lead the searching process to an optimum in the search space. Additionally, we have created a validation to guarantee that a champion will not repeat inside a team.

#### A. TEAM COMPOSITION IN LoL

Many online games use cooperation, a mechanism present in real-world systems in different environments and at various scales to improve the player experience, giving him the chance to play and cooperate with players all around the globe. This relation is in focus in games like LoL, which the players have to play thinking in themselves and in their teammates since there are many roles with specific responsibilities on the match.

In League of Legends, this cooperation occurs by combining attributes and abilities that can be complementary between the champions. For instance, we can consider...
a character with excellent attributes in battle. This kind of champion can propel a team to victory, nevertheless, without a support champion, it becomes vulnerable against an opponent.

In general, the team composition is more complex than the union between roles, mainly if we consider the map position of champions since they must have unique features or players with high skills. For this reason and for we do not want to create an undecidable problem, in this paper, we define two constraints.

Thus, the first major constraint in team composition in MOBAS games like LoL and DOTA can be described as: a) Any carry champion must have with him his support champion. This means, a team must be composed of at least one carry champion and one support, the rest of the characters may be of other positions.

The second main constraint is that a successful team can not be formed without a battle strategy (for instance, hard engage team, team fight, etc.). Combining attributes requires a common goal, therefore, we can define the second constraint as: b) Any team needs a battle strategy.

Formally, the problem in team composition consists of identifying a set of champions that maximize the number of their attributes respecting the constraints (a and b) presented in (1), (2) and (3).

Maximize
\[ \sum_{i=1}^{n} \text{attrib}_1 + \text{attrib}_2 + \text{attrib}_m \quad (1) \]
subject to
\[ \text{strategy} \in \{ \text{hardengage, teamfight, poke} \} \quad (2) \]
\[ \text{team} = (\text{carry}C_1, \text{support}C_2, C_3, ..., C_5) \quad (3) \]

where \( C_i \) is the champion, \( n \) is the size of the team and this is equal to 5 and \( \text{attrib}_m \) are attributes of each champion selected.

**B. GA for team composition**

For several years a great effort has been devoted to the study of Genetic Algorithms and this technique has been achieving great results in different contexts [18] [19] [20]. Even that team composition is not one of them, the results obtained on other applications demonstrate that this technique can be a good choice to optimize the generation of team composition.

The search starts by selecting random champions for the initial population, then, the teams in the population are evaluated. After that, GA starts the improvement and evolution process in the population of through genetic operators as presented in Pseudo-code 1. This step is performed until achieving the maximum number of generations.

Fig. 3 presents an example of crossover in two teams. Each gene in the individual is one different champion, a crossover works through exchange between genes in the solutions. After this process, two new individuals are created containing information of Individual 1 and Individual 2.

![Crossover](image1)

The mutation operator has the purpose of providing a diversification in the population. It works by a mutation in a individual, Fig. 4 shows this process in a solution. A gene into the chromosome is selected and changed by another random champion from the database.

![Mutation](image2)
To set out the objectives of the experiment that can be summarized as follows:

"Analyse proposed approach for the purpose of evaluation with respect to fitness function and time from the point of view of experimenters in the context of the teams’ composition in League of Legends."

For achieving the goal, we seek to investigate the following Research Questions (RQs):

- **RQ1**: How effective is the proposed approach for composing a team for League of Legends based on their strategies?
- **RQ2**: How efficient is the proposed approach for composing a team for League of Legends based on their strategies?

The effectiveness of the approach was measured using the fitness function for composing a team. The fitness value was computed for each setting and game strategy. We also performed this experiment 30 times and computed the average of fitness value. We have defined the following hypotheses for this research question:

- **H1**: There is no difference on fitness value between the setting 1 (\(\mu_{st1}\)), setting 2 (\(\mu_{st2}\)) and setting 3 (\(\mu_{st3}\)), thus:

  \[ H1_0: \mu_{st1} = \mu_{st2} = \mu_{st3} \]

- **H1**: The fitness value achieved by setting 1 (\(\mu_{st1}\)), setting 2 (\(\mu_{st2}\)) and setting 3 (\(\mu_{st3}\)) are different, thus:

  \[ H1_1: \mu_{st1} \neq \mu_{st2} \neq \mu_{st3} \]

**V. Experimental study**

We conducted an experiment to analyze and evaluate the effectiveness of the proposed approach for team composition in League of Legends by combining attributes of the champions and game strategies. We are interested in measuring the effectiveness in terms of the fitness function and time. In this study the guidelines recommended by Wholin et al. [22] were used. The experiment was performed through a laptop with Intel Core i7 2.4GHz CPU, 8GB memory in the Windows 10 Pro operating system.

**A. Experiment Definition**

We used the Goal-Question-Metric (GQM) model [23] to set out the objectives of the experiment that can be summarized as follows:

- **RQ1**: How effective is the proposed approach for composing a team for League of Legends based on their strategies?
- **RQ2**: How efficient is the proposed approach for composing a team for League of Legends based on their strategies?

The efficiency was measured using time. The time was computed only for the configuration that obtained the best fitness value considering all three strategies. We also performed this experiment 30 times and computed the time.
average. The time was computed in milliseconds. We defined the following hypotheses for this research question:

\[ H_{20}: \mu_{\text{TFight}} = \mu_{\text{Poke}} \]

\[ H_{21}: \mu_{\text{TFight}} = \mu_{\text{Poke}} \]

\[ H_{22}: \mu_{\text{TFight}} \neq \mu_{\text{Poke}} \]

B. Experiment Design

In this study, two different experiments \((E = e_1; e_2)\) were carried out. The first experiment \((e_1)\) answered \(RQ_1\) and the second \((e_2)\) was conducted to answer \(RQ_2\). For answering the RQs, this empirical study manipulated an independent variable: team generation; and four dependent variables were measured:

- **Strategy** \((S)\): represents the play styles that are essential to ensure the team’s win. We used three different game strategies: hard engage, team fight and poke.
- **Number of population** \((P)\): represents the number of candidate solutions. The population is composed by \(p\) individual, where \(p\) is represented by three different parameters \((P = 10, 20, 30)\);
- **Mutation Rate** \((MR)\): The MR contains three different parameters \((MR = 0.3, 0.5, 0.7)\);
- **Number of generations** \((G)\): represents the number of generations in a genetic algorithm. We used three different parameters for generation \((G = 10, 100, 1000)\).

For both experiments, we define three settings \((ST = s_{11}, s_{12}, s_{13})\), which are a combination of the parameters population, mutation rate, and generations, respectively. For each strategy, all three settings were used. A design overview of these experiments is presented in Table III.

### Table III

**Experiments Design**

<table>
<thead>
<tr>
<th>Strategies</th>
<th>Settings</th>
<th>Parameters</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
<td>(P)</td>
</tr>
<tr>
<td>Hard engage, Team fight, Poke</td>
<td>(s_{11})</td>
<td>10</td>
</tr>
<tr>
<td></td>
<td>(s_{12})</td>
<td>20</td>
</tr>
<tr>
<td></td>
<td>(s_{13})</td>
<td>30</td>
</tr>
</tbody>
</table>

C. Procedure of Experiment

To answer the RQs, we carried out the experiments as follows: (i) composing and improving team using the proposed approach and to measure fitness value and time; and (ii) comparison of the fitness value and time obtained in each strategy. These experiments were performed in four steps:

1) We generated different teams \((T)\) as experimental subjects. These teams varied according to strategies.

2) We evaluated each team using the proposed fitness function. The fitness function set directly indicates the quality of the generated team.

3) We computed the fitness value for each team from the selected strategy.

4) The time is computed in milliseconds for each team from the selected strategy.

VI. RESULTS AND DISCUSSION

The results of the experiment are shown following in separate subsections according to each research question.

A. Effectiveness of the proposed approach \((RQ_1)\)

In this research question, the fitness value was computed according to each setting and strategy.

In Fig. 5 the lines represent the fitness value obtained for each generation and strategy using setting \(s_{11}\). The results indicate that the hard engage strategy, on average (mean), achieved the best fitness value was 79.10%. With team fight strategy was achieved 77.23% and 73.30% with poke. Therefore, the fitness value average obtained in this setting was around 76.53%.

Fig. 6 shows the fitness value obtained for each strategy in 100 generations. We observed that the fitness value improves using this setting \((s_{12})\) in all strategies. Therefore, as can be seen in Fig. 6, it was possible to increase the fitness value by 15.23% for the hard engage strategy, 13.98% for team fight, and 19% for poke.

In the last setting \((s_{13})\), the fitness value achieved by hard engage strategy was 97.48%, 95.10% for team fight and 94.62% for poke. It is natural to expect that the larger the population and number of generations, the greater is the fitness value, mainly for a huge search space like in our study.

We noticed in the results that the null hypothesis \((H_{10})\) was rejected i.e, \(s_{11}, s_{12}\) and \(s_{13}\) are not able to achieve the same value fitness when executed for the strategies. In Fig. 7, the team adequacy average achieved by \(s_{12}\) is 19.23% best than \(s_{11}\) and 3.13% best than \(s_{12}\). Therefore, the proposed approach is more effective using the setting \(s_{12}\) with 95.73%.

As explained in Section IV-C, the maximum fitness value is obtained by the sum of the highest values of each attribute. Thus, higher fitness value means better compositions according to the chosen strategy. This GA tries to maximize the fitness function to provide a population consisting of the fittest individual.

The results thus obtained are compatible with the strategies expectations in the mathematical and empirical context. With \(s_{13}\) the fitness value was higher than 94% and the compositions could be used in a LoL game because the champions have synergy and fit the proposed strategy.

Fig. 8, 9 and 10 show a team composition generated by the approach using the team fight, poke and hard engage strategies, respectively. Despite being rated with a high
fitness, the team generated for the poke strategy would hardly be seen in a game by having three attack damage carries.

The champions selected by the algorithm have high attack damage and great movement speed, indispensable attributes for a Hard Engage composition. They also have abilities that improve their movement speed and attributes like armor and attack damage. Also the obligatoriness of having a Support champion (the fourth in Fig. 10) and an Attack Damage Carry (the second in Fig. 10) champion in the composition.
was fulfilled.

The proposed approach can be seen as an option to be used in this context since most of the approaches and tools utilize prediction for suggesting teams. Moreover, a search-based approach with an adequate fitness function provides a high potential to satisfy even very hard constraints.

Overall, search-based techniques combined with an adequate fitness function can reach good solutions. Nevertheless, for achieving the best solutions in a huge search space the number of generations i.e., the number of iterations that the genetic algorithm will be executed should be large.

Search-based algorithms with few iterations have a premature convergence risk or impediments for the search to make substantial progress. It means that in some cases the adequate team for a specific strategy can not even be found. However, a high number of iterations leads the algorithm to high time and computational costs [21]. Thus, ideally, we must find a trade-off between the number of execution and a fitness value admissible.

B. Efficiency of the proposed approach (RQ$_2$)

To answer this research question, this second experiment computed the time average for each strategy using the best setting ($s_{t3}$). Fig. 11 reports the results from a millisecond experiment based on time and number of executions.

We noticed in the results that there was a significant difference in the each strategy time, thus rejecting the null hypothesis ($H_2$).

The results indicate that the poke strategy, on average, obtained the shortest time, 715 milliseconds, in the team generation. On the other hand, team fight strategy was the most time consuming with 794 milliseconds. Considering all strategies the sixteenth execution was the fastest one with the 471 milliseconds and the fourth was the slowest, with 908 milliseconds.

In a empirical context, the teams generated for fight strategy and hard engage strategy were adequate. They fit perfectly for their respective strategy and could be used in a game. The experiment using poke strategy didn’t returned an usual composition, since there are four Attack Damage Carries and a normal team has only one.

VII. CONCLUSION

We have proposed an automated approach for team composition in League of Legends. Our approach consists of a Genetic Algorithm guided by different fitness functions to generate teams based on three game strategies. The fitness functions were inspired in real strategies utilized into the LoL and can be applied in training and championships.

Our approach works from a dataset of champions containing their information such as names, roles, attributes. Thus, the GA generates and improves iteratively the teams through fitness functions that assess the quality of them. The capability of metaheuristics as GA to solve high complexity problems makes possible to generate teams that satisfy any constraints and it from a huge amount of champions.

We evaluated our approach through an experiment to analyze the adequacy of teams generated from GA for each fitness function i.e., Hard Engage, Team Fight and Poke. We carry out three experiments considering the strategies of the game and computed the fitness value achieved and the execution time. In addition, We have also considered different GA parameters in an attempt to minimize execution costs, such as time and use of the CPU.

Summing up the results, it can be noticed that for all experiments the quality of teams achieved between 76 and 95 percent. It shows that a GA combined with an appropriate fitness function can raise the team composition for another level since the algorithm can suit any strategy. This can provide a valuable tool for players and mainly for coaches of LoL teams.

This study demonstrates the feasibility of an intelligent tool that can create and suggest teams in LoL, this suggestion can be generated by different features such as champions attributes which were the focus in our work or even combine skills of players with victory statistics.

Therefore, the present work may lead to the development of more robust approaches to assist in the selection process of teams. We employed our approach only for LoL game, however, we believe that it can be used to other MOBA games.

Future work is directed towards the following topics: (i) development of a tool in order to perform experiments with players and coaches; (ii) extend the approach to other MOBA games; (iii) improvement of the fitness functions; and (iv) experiment using different search algorithms such as Hill Climbing, Tabu Search and Particle Swarm Intelligence.
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Figure 11. Average time according to $st_3$ for each strategy.